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Chapter 1
 INTRODUCTION
 1.1 0bjective:
 With the technological revolution and the increased modularity and portability of the
 devices lead to the increase in transient error rate. The transient fault rate of an individual
 device may not be in the negligible order of magnitude. A fault tolerant design which can
 tolerate transient errors in the portable devices like the encoder and decoder design is
 essential.
 Fault Tolerance is the capability of a system to perform in accordance with design
 specifications even when undesired changes in the internal structure or external environment
 occur.
 The growth in the technology has made the world into a global village, and the people
 opt for high performance, compact, highly reliable devices, with low power consumption. So,
 the growing needs of the market can be served by the recent development the fabrication of
 the materials of size ranging from 10-9m and less. With scaling down feature sizes or use sub
 lithographic devices, the surrounding circuitries of the memory system will also be
 susceptible to permanent defects and transient faults. So there is a need to develop the circuit
 with fault tolerant mechanism.
 1.2 Over View:
 In telecommunication, a Berger code is a unidirectional error detecting code, named
 after its inventor, J. M. Berger. Berger codes can detect all unidirectional errors.
 Unidirectional errors are errors that only flip ones into zeroes or only zeroes into ones, such
 as in asymmetric channels. The check bits of Berger codes are computed by summing all the
 zeroes in the information word, and expressing that sum in natural binary. If the information
 word consists of n bits, then the Berger code needs  k=log2(I+1)  "check bits", giving a
 Berger code of length k+n. (In other words, the k check bits are enough to check up to n =
 2k − 1 information bits).
 Berger codes can detect any number of one-to-zero bit-flip errors, as long as no zero-
 to-one errors occurred in the same code word. Berger codes can detect any number of zero-
 to-one bit-flip errors, as long as no one-to-zero bit-flip errors occur in the same code
 1

Page 2
                        

word.Berger codes cannot correct any error. Like all unidirectional error detecting codes,
 Berger codes can also be used in delay-insensitive circuits.
 1.3 Unidirectional error detection:
 As stated above, Berger codes detect any number of unidirectional errors. For a given
 code word, if the only errors that have occurred are that some (or all) bits with value 1 have
 changed to value 0, then this transformation will be detected by the Berger code
 implementation. To understand why, consider that there are three such cases:
 1. Some 1s bits in the information part of the code word have changed to 0s.
 2. Some 1s bits in the check (or redundant) portion of the code word have changed to 0s.
 3. Some 1s bits in both the information and check portions have changed to 0s.
 For case 1, the number of 0-valued bits in the information section will, by definition of
 the error, increase. Therefore, our Berger check code will be lower than the actual 0-bit-count
 for the data, and so the check will fail.
 For case 2, the number of 0-valued bits in the information section have stayed the same,
 but the value of the check data has changed. Since we know some 1s turned into 0s, but no 0s
 have turned into 1s (that's how we defined the error model in this case), the encoded binary
 value of the check data will go down (e.g., from binary 1011 to 1010, or to 1001, or 0011).
 Since the information data has stayed the same, it has the same number of zeros it did before,
 and that will no longer match the mutated check value.
 For case 3, where bits have changed in both the information and the check sections,
 notice that the number of zeros in the information section has gone up, as described for case
 1, and the binary value stored in the check portion has gone down, as described for case 2.
 Therefore, there is no chance that the two will end up mutating in such a way as to become a
 different valid code word.
 A similar analysis can be performed, and is perfectly valid, in the case where the only
 errors that occur are that some 0-valued bits change to 1. Therefore, if all the errors that occur
 on a specific codeword all occur in the same direction, these errors will be detected. For the
 next code word being transmitted (for instance), the errors can go in the opposite direction,
 and they will still be detected, as long as they all go in the same direction as each other.
 Unidirectional errors are common in certain situations. For instance, in flash memory, bits
 can more easily be programmed to a 0 than can be reset to a 1.
 2
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Chapter 2
 ALGORITHMS
 2.1 Totally self–checking checker:
 The Berger codes, like the m-out of nodes, detect all unidirectional faults. A Berger
 code of length n has I information bits and k check bits where k= [log2 (I+1)] and n=I+k. A
 code word id forms as follows: a Binary number corresponding to the number of 1’s in the
 information bits is formed and the binary complement of each digit in this number is formed
 and the binary number forms the check bits. For example, if I=0101000, k=[log2 (7+I)] =3
 and hence the Berger code must have a length of 10 (=7+3) . k check bits are derived as
 follows:
 Number of 1’s in information bits I=2
 Binary equivalent of 2=010
 The bit by bit complement of 010 is 101, which are the k check bits. Thus
 N =0101000 101
 Alternatively, the k check bits may be the binary number representing the number of 0’s in I
 information bits.
 If the number of information bits in a Berger code is i=2k -1, k≥1, then it is called a
 “maximal length Berger code “.; otherwise it is known as a “non-maximal-length berger
 code”. For example, the Berger code 0101000 101 is maximal length because k=3 and
 I=7=(2k -1), whereas 110100 011 is non- maximal length because k=3 and I=6≠(2k -1) .
 The Berger codes have the following advantages [5,14]:
 1. They are “separable “codes, i.e. no extra decoder is needed to separate the information
 bits.
 2. They detect all unidirectional multiple faults.
 3. They require the fewest number of check bits among all the separable codes.
 ` As discussed before, the m-out-of-n codes also detect unidirectional multiple faults
 and they are less redundant than Berger codes. For large values if n, la Berger code requires
 twice the number of check bits required by an (n/2)-out-of-n code. However, the berger codes
 are separable, where as the m-out-of-n codes are not; consequently no extra hardware is
 needed to decode information bits in Berger code.
 3
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Figure shows the circuit for totally self-checking checker for separable codes. c1 is a
 non-redundant combinational network which generates the complement checker compares
 the k check bits with the output of c1.
 Figure 2.1: Totally self–checking checker for Berger codes
 2.2 Marouf and Friedman’s algorithm:
 Marouf and Friedman [5, 14] have presented a procedure for designing totally self
 checking checkers for maximal length Berger codes. The combinational circuit c1 of figure
 generates the binary number corresponding to the number of 1’s in the information bits. It is
 designed using a set of full-adder modules which add the information bits (x1, x2 …….x2k -1)
 in parallel and the produce the binary number g1 ,g2 ,……..gk corresponding to the number of
 1’s in the information bits. The number of adder modules required is
 ∑a=1
 k −1
 2a−1(k-a)
 Where k is the number of check bits.
 Thus for berger codes with information bits i=3 an d check bits k=2 , the sub circuit
 c1 of figure is simply a full adder module, where the sum output s=g1 and carry output c=g2.
 Simply for i=7 , k=3, the number of adder modules needed to implement c1 is 4, c1 needs 11
 modules.
 4
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The procedure to design sub circuit c1 consists of the following steps.
 1. Let i={x1,x2 ……..xi } be the set of I information bits; set m=k and j=1.
 2. z=2(m-1) -1 .
 3. Partition I into three subsets Aj, Bj and Ej . Aj contains the left most z bits, Bj contains
 the next z bits and Ej has the right most bit.
 4. let a j (=ajm-1 , aj
 m-2 ,…..,aj1 ), bj (=bj
 m-1 , bjm-2 ,….. bj
 1 ) and ej be the binary representation of
 the number of 1’s in subsets Aj ,Bj and Ej respectively.
 5. Let gj (=gjm , gj
 m-1 …… gj1 ) be the binary representation of the number of 1’s in set I .
 this is obtained from the following addition:
 g j = a j + b j + ej
 in other words
 Where gjm is the carry bit. gj
 is generated using a ripple carry adder with ( m-1)
 stages .
 6. go to step 8 if m=2; otherwise , set m=m-1., L=J.
 7. Let I={ Aj }, J=J+1 ; repeat steps 2-6 to generate aL = gj = bL is generated in an
 identical manner by making I={Bj }
 8. End.
 2.3 Algorithm For 7 Bit Berger Code:
 The procedure is illustrated by designing the sub circuit c1 for the case i=7, k=3 in steps
 1. I={ x1 ,x2, x3 ,x4 ,x5 ,x6 ,x7 }; m=3,j=1.
 2. z=2(3-1) -1=3
 3. A1 ={ x1 ,x2, x3 },B1 ={ x4 ,x5 ,x6 } and E1 ={ x7 }.
 4. a1 = (a21 , a1
 1 ), b1 =(b21 ,b1
 1 ), e1 =x7 .
 5. g1 =(g31 ,g 2
 1 ,g11 ). Where g3
 1 ,g 21 ,g1
 1 are obtained from
 5
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a21 a1
 1
 b21 b1
 1
 x7
 g31 g 2
 1 g 11
 Figure 2.2 The generation of g1 using a ripple carry adder with 2 (=3-1) stages.
 6. m> 2, m=3-1=2 and L=1.
 7. I={A1}={x1,x2,x3} ,J=I+1=2.
 8. z=2(2-1)-1=1 [step 2].
 9. A2={x1}, B2={x2} and E2={x3} [step 3]
 10. a2=a12=x1, b2=b1
 2=x2, e2=x3 [step 4]
 11. g2= ( g22,g1
 2), where g22,g1
 2 are obtained from
 [Step 5]
 Since al=gj , we have
 A1=g2 or { a21, a1
 1}={g22,g1
 2}
 In other words g12 =a1
 1 and g22 =a2
 1. a1 can be generated by a full adder as shown in figure. It
 can be shown in a similar manner by making I={B1}={ x4 ,x5 ,x6 } so that
 b1=g2 or {b21, b1
 1} = {g22, g1
 2}
 6
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Figure shows the generation of b1. Since m=2 the procedure is terminated
 Figure 2.3:Complete design for 7 bit berger code
 2.4 Algorithm for 15 Bit Berger Code:
 1.Here I={x1,x2,x3,x4,x5,x6,x7,x8,x9,x10,x11,x12,x13,x14,x15} be the set of information bits,
 and m=k=4,J=1;
 2. Z=2m-1-1 =24-1-1=7;
 3.AJ=A1={ x1,x2,x3,x4,x5,x6,x7},BJ=B1={ x8,x9,x10,x11,x12,x13,x14},EJ=E1={ x15};
 4.aJ=a1={a31,a2
 1,a11}, bJ=b1={b3
 1,b21,b1
 1}, eJ=e1={x15};
 5.gJ={g41,g3
 1,g21,g1
 1}
 6.gJ=aJ+bJ+eJ;
 a31 a2
 1 a11
 7
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b31 b2
 1 b11
 x15
 g41 g 3
 1 g 21 g1
 1
 Figure 2.4 The generation of g1 using a ripple carry adder with 3 (=4-1) stages
 6.m>2,m=m-1=4-1=3 and L=1;
 Case1:
 1.I={ x1,x2,x3,x4,x5,x6,x7}=[A1],J=J+1=2;
 2.Z=2m-1-1=23-1-1=3;
 3.AJ=A2={ x1,x2,x3},BJ=B2={ x4,x5,x6},EJ=E2={ x7};
 4.aJ=a2={a22,a1
 2},bJ=b2={b22,b1
 2},eJ=e2={x7};
 5.gJ=g2={g32,g2
 2,g11};
 a22 a1
 2
 b22 b1
 1
 x7
 g32 g 2
 2 g 11
 8

Page 9
                        

6.since aL=gJ,a1=g2,{a31,a2
 1,a11}={g3
 2,g22,g1
 1};
 Case2:
 1.I={ x8,x9,x10,x11,x12,x13,x14}=[B1], J=J+1=2;
 2.Z=2m-1-1=23-1-1=3;
 3. AJ =A2={ x8,x9,x10},BJ= B2={ x11,x12,x13}, EJ=E2={x14}
 4. aJ = a2={a22,a1
 1}, bJ =b2={b22,b1
 1}, eJ =e2={x14
 5. gJ =g2={g32,g2
 2,g11}
 a22 a1
 2
 b22 b1
 1
 x7
 g32 g 2
 2 g 11
 6.since bL=gJ,b1=g2,{b31,b2
 1,b11}={g3
 2,g22,g1
 1}
 Figure 2.5: The generation of g2 using a ripple carry adder with 4 stages
 Case3:
 1.m>2,m=m-1=3-1=2 and L=2,J=J+1=3;
 2. AJ=A3=I={x1,x2,x3}
 3.Z=2m-1-1=22-1-1=1;
 9
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4. AJ =A3={x1}, BJ =B3={x2}, EJ =E3={x3}
 3. aJ =a3=a13=x1, bJ = b3=b1
 3=x2, eJ =e3=x3
 4. gJ =g3={g23,g1
 3}
 x1
 x2
 x3
 g23 g 1
 3
 5.since aL=gJ
 {a22,a1
 2}=={g23,g1
 3}
 Case4:
 1.m>2,m=m-1=3-1=2 and L=2,J=J+1=3;
 2. BJ=B3=I={x4,x5,x6};
 3.Z=2m-1-1=22-1-1=1;
 4. AJ =A3={x4}, BJ =B3={x5}, EJ =E3={x6};
 3. aJ =a3=a13=x1, bJ = b3=b1
 3=x2, eJ =e3=x3
 4. gJ =g3={g23,g1
 3}
 x4
 x5
 x6
 g23 g 1
 3
 5.since bL=gJ
 {b22,b1
 2}=={g23,g1
 3}
 10
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Figure 2.6: Complete design for 15 bit berger code
 2.5 Testing vectors for Berger codes:
 The check bit generator circuits designed by the above procedure can be tested for all single
 faults by applying only eight tests; these tests also detect all multiple faults occurring in a full
 adder module. A procedure to generate four tests, none of which is identical or the
 complement of any other, is described below. These four tests together with their
 complements result in the application of all eight possible input combinations to every full
 adder module.
 11
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Let the set of information bits be ordered from left to right as { x1 ,x2, x3….xj} where j=
 2k-1. The symbol xim , m≥I denotes the ordered subset { x1 ,x2, x3….xm}
 Steps in the procedure for generating tests:
 1. Let X1j(1)=1, w=1. X1
 j(z), 1≤z≤8 denotes one of the eight input vectors
 associated with X1j.
 2. Let x1(2)=x1(3) =x1(4) =1.
 3. Go to step 8 if w=k.
 4. Let Xb(d-2)(2)=X1
 (b-1)(2) and
 X(d-1)(2) =0 If w is odd
 =1 if w is even
 Where b=2w ,d=2w+1.
 5. Let Xb(d-2)(3) = [X1
 (b-1)(3)] and Xd-1(3);
 Where [ X1(b-1)(3) ] denotes the complement of the vector X1
 (b-1)(3).
 6. Let Xb(d-2)(4) = [ X1
 (b-1)(4)] and
 X(d-1)(4) = 0 if w is odd
 =1 if w is even
 7. Let w=w+1; go to step3.
 8. 8. X1(j-1)(5) = [ X1
 (j-1)(1) ] . X1(j-1)(6) = [ X1
 (j-1)(2) ]
 As an example let us apply the above procedure to generate tests for the circuit bellow figure
 shows the partial derivation of the tests for w=1 and w=2 respectively when w=3=k, the test
 derivation is complete and the resulting eight tests are shown bellow.
 12
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Chapter 3
 FIELD PROGRAMMABLE GATE ARRAYS
 3.1 Introduction
 FPGA contains a two dimensional arrays of logic blocks and interconnections
 between logic blocks. Both the logic blocks and interconnects are programmable. Logic
 blocks are programmed to implement a desired function and the interconnects are
 programmed using the switch boxes to connect the logic blocks.
 13
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To be more clear, if we want to implement a complex design (CPU for instance), then
 the design is divided into small sub functions and each sub function is implemented using one
 logic block. Now, to get our desired design (CPU), all the sub functions implemented in logic
 blocks must be connected and this is done by programming the Internal structure of an FPGA
 is depicted in the following figure.
 Figure 3.1: Internal Structure of FPGA
 FPGAs, alternative to the custom ICs, can be used to implement an entire System On
 one Chip (SOC). The main advantage of FPGA is ability to reprogram. User can reprogram
 an FPGA to implement a design and this is done after the FPGA is manufactured. This brings
 the name “Field Programmable.”
 Custom ICs are expensive and takes long time to design so they are useful when
 produced in bulk amounts. But FPGAs are easy to implement with in a short time with the
 help of Computer Aided Designing (CAD) tools (because there is no physical layout process,
 no mask making, and no IC manufacturing).
 14
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Some disadvantages of FPGAs are, they are slow compared to custom ICs as they
 can’t handle vary complex designs and also they draw more power.
 Xilinx logic block consists of one Look Up Table (LUT) and one FlipFlop. An LUT is
 used to implement number of different functionality. The input lines to the logic block go into
 the LUT and enable it. The output of the LUT gives the result of the logic function that it
 implements and the output of logic block is registered or unregistered out put from the LUT.
 SRAM is used to implement a LUT.A k-input logic function is implemented using
 2^k * 1 size SRAM. Number of different possible functions for k input LUT is 2^2^k.
 Advantage of such an architecture is that it supports implementation of so many logic
 functions, however the disadvantage is unusually large number of memory cells required to
 implement such a logic block in case number of inputs is large.
 Figure 3.2: 4-Input LUT based implementation of logic block
 15
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LUT based design provides for better logic block utilization. A k-input LUT based
 logic block can be implemented in number of different ways with trade off between
 performance and logic density. An n-LUT can be shown as a direct implementation of a
 function truth-table. Each of the latch hold’s the value of the function corresponding to one
 input combination. For Example: 2-LUT can be used to implement 16 types of functions like
 AND , OR, A+not B .... Etc.
 Interconnects:
 A wire segment can be described as two end points of an interconnect with no
 programmable switch between them. A sequence of one or more wire segments in an FPGA
 can be termed as a track.
 Typically an FPGA has logic blocks, interconnects and switch blocks (Input/Output
 blocks). Switch blocks lie in the periphery of logic blocks and interconnect. Wire segments
 are connected to logic blocks through switch blocks. Depending on the required design, one
 logic block is connected to another and so on.
 3.1.1 FPGA Design Flow:
 In this part of tutorial we are going to have a short intro on FPGA design flow. A
 simplified version of design flow is given in the flowing diagram.
 Figure 3.3:FPGA Design Flow
 16
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3.1.2 Design Entry:
 There are different techniques for design entry. Schematic based, Hardware
 Description Language and combination of both etc. . Selection of a method depends on the
 design and designer. If the designer wants to deal more with Hardware, then Schematic entry
 is the better choice. When the design is complex or the designer thinks the design in an
 algorithmic way then HDL is the better choice. Language based entry is faster but lag in
 performance and density.
 HDLs represent a level of abstraction that can isolate the designers from the details of
 the hardware implementation.  Schematic based entry gives designers much more visibility
 into the hardware. It is the better choice for those who are hardware oriented. Another
 method but rarely used is state-machines. It is the better choice for the designers who think
 the design as a series of states. But the tools for state machine entry are limited. In this
 documentation we are going to deal with the HDL based design entry.
 3.2 Synthesis:
 The process which translates VHDL or Verilog code into a device netlist formate. i.e
 a complete circuit with logical elements( gates, flip flops, etc…) for the design.If the design
 contains more than one sub designs, ex. to implement  a processor, we need a CPU as one
 design element and RAM as another and so on, then the synthesis process generates netlist
 for each design element Synthesis process will check code syntax and analyze the hierarchy
 of the design which ensures that the design is optimized for the design architecture, the
 designer has selected. The resulting netlist(s) is saved to an NGC( Native Generic Circuit)
 file (for Xilinx® Synthesis Technology (XST)).
 Figure 3.4: FPGA Synthesis
 17
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Implementation:
 This process consists a sequence of three steps
 Translate
 Map
 Place and Route
 Translate:
 Process combines all the input netlists and constraints to a logic design file. This
 information is saved as a NGD (Native Generic Database) file. This can be done using NGD
 Build program. Here, defining constraints is nothing but, assigning the ports in the design to
 the physical elements (ex. pins, switches, buttons etc) of the targeted device and specifying
 time requirements of the design. This information is stored in a file named UCF (User
 Constraints File). Tools used to create or modify the UCF are PACE, Constraint Editor etc.
 Figure 3.5: FPGA Translate
 Map:
 Process divides the whole circuit with logical elements into sub blocks such that they
 can be fit into the FPGA logic blocks. That means map process fits the logic defined by the
 NGD file into the targeted FPGA elements (Combinational Logic Blocks (CLB), Input
 Output Blocks (IOB)) and generates an NCD (Native Circuit Description) file which
 physically represents the design mapped to the components of FPGA. MAP program is used
 for this purpose.
 18
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Figure 3.6: FPGA map
 Place and Route:
 PAR program is used for this process. The place and route process places the sub
 blocks from the map process into logic blocks according to the constraints and connects the
 logic blocks. Ex. if a sub block is placed in a logic block which is very near to IO pin, then it
 may save the time but it may effect some other constraint. So trade off between all the
 constraints is taken account by the place and route process
 The PAR tool takes the mapped NCD file as input and produces a completely routed
 NCD file as output. Output NCD file consists the routing information.
 Figure 3.7:FPGA Place and route
 Device Programming:
 Now the design must be loaded on the FPGA. But the design must be converted to a
 format so that the FPGA can accept it. BITGEN program deals with the conversion. The
 routed NCD file is then given to the BITGEN program to generate a bit stream (a .BIT file)
 which can be used to configure the target FPGA device. This can be done using a cable.
 Selection of cable depends on the design.
 19
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Chapter 4
 VHDL FUNDAMENTALS
 4.1 Introduction:
 VHDL is an acronym of VHSIC Hardware Description Language (VHSIC is an acronym
 of Very High Speed Integrated Circuits). It is a hardware description language that can be
 used to model a digital system at many levels of abstraction, ranging from the algorithmic
 level to the gate level.
 The VHDL language can be regarded as an integrated amalgamation of the following
 languages;
 Sequential +
 Concurrent language +
 Net list language +
 Timing specifications +
 Waveform generation language => VHDL
 Therefore the language has constructs that enable you to express the current or sequential
 behavior of a digital system with or without timing. The language not only defines the syntax
 but also defines very clear simulation semantics for each language construct. Therefore
 models written in this language can be verified using a VHDL, simulator. It inherits many of
 its features especially the sequential language part, from the Adaptive programming
 language.
 4.2 Capabilities:
 The following are the major capabilities that the language provides
 The language can be used as an exchange medium between chip vendors and CAD tool
 users. The language can also be used as a communication medium between different CAD
 and CAE tools. The language supports hierarchy. The language supports flexible design
 methodologies: top-down, bottom-up or mixed. The language is not a technology specific,
 but capable of supporting technology specific, features .It supports both synchronous and
 asynchronous models. Various digital modeling techniques, such as finite-state machine
 descriptions, algorithmic description, and Boolean equations, can be modeled using the
 language. It is an IEEE and ANSI standard. The language has elements that make larger scale
 design modeling easier, for example, components, functions, procedures and packages. Test
 benches can be written using the same language to test other VHDL models.
 20
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4.3 Hardware Abstraction:
 VHDL is used to describe a model for a digital hardware device. The internal view of the
 device specifies the functionality or structure, while the external specifies the functionality or
 the interface of the device through which it communicates with the other modules in its
 environment.
 The device to device model mapping is strictly one to many. That is a hardware device may
 have many device models.
 In VHDL, each device model is treated as a distinct representation of a unique device,
 called an entry. The entity is a hardware abstraction of the actual hardware device. Each
 entity is described using one model, which contains one external view and one or more
 internal view. At the same time, a hardware device may be represented by one or more
 entities.
 4.4 VHDL Basic Terminology:
 A hardware abstraction of the digital system is called an entity. To describe an entity,
 VHDL provides five different types of primary constructs called design units.
 They are:
 1. Entity declaration
 2. Architecture body
 3. configuration declaration
 4. Package declaration
 5. Package body
 4.4.1 Entity Declaration:
 The entity declaration specifies the name of the entity being modeled and lists the set of
 interface ports.
 Here is an example of entity declaration for the AND gate.
 Entity AND gate is
 Port (A, B: in BIT;
 Z: OUT bit);
 End AND gate;
 -------- comment line
 The entity, called AND gate, has two input ports A, B and one output port Z.
 21
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4.4.2 Architecture Body:
 The internal details of an entity are specified by an architecture body using any of the
 following modeling styles:
 1. As a set of inter connected component (to represent structure)
 2. As a set of concurrent assignment (to represent data flow)
 3. As a set sequential assignment statements (to represent behavior)
 4. As any combination of above three.
 4.4.3 Configuration Declaration:
 A configuration declaration is used to select one of the possible many Architecture bodies
 that an entity may have, and to bind components, used to represent structure in that
 architecture body, to entities represented by an entity architecture pair or by on
 configurations, which reside in a design library.
 There are no behavioral or simulation semantics associated with a Configuration
 declaration. It merely specifies a binding that is used to build a configuration for an entity.
 These bindings are pertained during the elaboration phase of simulation when the entire
 design to be simulated is being assembled. Having defined a configuration for the entity, the
 configuration can then be simulated.
 4.4.4 Package Declaration:
 A package declaration is used to store a set of common declarations, such as
 component types, proceedings and functions. These declarations can then be imported into
 other design units using a use clause.
 4.4.5 Package Body:
 A package body is used to store the definitions of functions and procedures that were
 declared in the corresponding package declaration, and also the complete constant declaration
 for any differed constants that appear in the package declaration. Therefore a package body is
 always associated with a package declaration. Further more a package declaration can have at
 most one package body associated with it.
 4.5 Compilation And Simulation Of Vhdl Code:
 4.5.1 Compilation:
 After describing a digital system in VHDL, simulation of the VHDL is important for 2
 reasons, first we need to verify the VHDL code correctly implements the intended design;
 22
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ResourceLibraries
 WorkingLibrary
 Elaborator SimulatorCompilerAnliser
 VHDLSource Code
 Intermediate Code
 Simulator Commands
 SimulatorO/P
 Simulated Data structure
 Figure 4.1:Compilation and simulation of vhdl code
 Compiler
 second, we need to verify that the design meets its specifications. Before the VHDL model of
 a digital system can be simulated the VHDL code must first be compiled.
 The VHDL compiler also called an analyzer, first checks the VHDL source code to see
 that it confirms to the syntax, semantic error such as trying to add two signals of incompatible
 types, the compiler will output an appropriate error message. The compiler also checks to see
 that references to libraries are correct. If the VHDL code confirms to all the rules, the
 compiler generates intermediate code, which can be used by a simulator or by a synthesizer.
 4.5.2 Simulation:
 Once the model description is successfully compiled into one or more design libraries, the
 next step in the validation process is simulation. For a hierarchical entity to be simulated all
 of its lowest level components must be performed on either one of the following.
 1. An entity declaration and an architecture body pair.
 2. A configuration.
 Preceding the Actual Simulation Are Two Major Steps
 1) Elaboration Phase:
 In this phase, the hierarchy of the entity is expanded and linked, components are
 bound to entities in a library, and the top level entity is built as a next work of behavioral
 models that is read to be simulated. Also, storage is allocated for signals, variables, and
 constraints declared in the design units. Initial values are also assigned to variables and
 constants.
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2) Initialization Phase:
 Driving and effective values for all explicitly declared signals are computed, implicit
 signals are assigned values, process are executed once they suspend, and simulation time
 is set to 0 ns.
 Simulation commences by advancing time to that of the next event values that are
 scheduled to be assigned to signals at this time are assigned it the value of a signal
 charges, and if that a signal is present in the sensitivity list of a process, the process is
 executed until it suspends. Simulation stops on the implementation of the VHDL system
 or when the maximum time as defined by the language is reached.
 User Manual:
 Active HDL 5.1:
 Active HDL offers a completely integrated design entry and verification environment for
 HDL, C and C++ designs. The product supports C/C++, System C, VHDL, Verilog and
 System Verilog designs, as well as mixed System C/VHDL/Verilog and EDIF Simulation.
 Active HDL requires:
 A Pentium PC or Higher/Compatible
 256 MB Physical Memory (512MB Recommended)
 Microsoft Windows NT4.0 with service pack 6, Windows 2000® with service pack 3
 or Windows XP® with service pack 1 (Recommended)
 Hard disk drive with at least 376MB of free space for minimal installation including
 only standard VHDL and Verilog libraries.
 Users are encouraged to load a sample design and experiment with all of the tool’s
 features before beginning a new project. These designs can be accessed by clicking File on
 the main tool bar and selecting open workspace/ design explorer.
 The workspace/design explorer window will then open and you can select schematic,
 Verilog, VHDL, Celoxca, Matlab, System C and Mixed language designs. When you select a
 folder in the left window, all sample designs in that folder will be displayed in the window on
 the right.
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4.6 Xilinx Tool Flow Lab:
 4.6.1 Introduction:
 This instructor-led demonstration introduces the ISE Software.
 4.6.2 Objectives:
 After participating in this demonstration, you will be able to:
 Step through the FPGA design flow
 Identify the features of the XUP Spartan 3E starter board
 List the features of 4-bit counter
 4.6.3 Procedure:
 This demonstration comprises four primary steps: you will create a new project, add
 design files to the project, simulate the design, and finally implement the design. Below each
 general instruction for a given procedure, you will find accompanying step-by-step directions
 and illustrated figures that provide more detail for performing the general instruction. If you
 feel confident about a specific instruction, feel free to skip the step-by-step directions and
 move on to the next general instruction in the procedure.
 Note: If you wish to review the demonstration at a later time, you can download the files
 from the Xilinx University Program site at http://www.xilinx.com/univ
 Step 1:
 Let’s Get Started:
 Launch the ISE Project Navigator and create a new design project.
 _ Select Start ProgramsXilinx ISE Design Suite 11ISEProject Navigator
 25
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Some popups may appear with messages regarding reading a network directory or
 running Web Update. These messages appear because we are running the tools on the Tool
 wire servers, and they can be ignored. Dismiss the popups to continue.
 In the Project Navigator, select File New Project
 Figure: 4.2 New Project Wizard
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The new project wizard is shown in above figure4.1.For Project Location, use the “…” button
 to browse to one of the following directories, and
 then click <OK>
 • VHDL users: D:/Demoproj
 _ For Project Name, type Demo proj
 _ Click Next
 The Device dialog will appear.It is shown in below figure4.2.
 Figure: 4.3 Device and Design Flow Dialog
 Select the following options and click Next:
 Device Family: Spartan 3E
 Device: XC3S500E
 Package: FG320
 Speed Grade: –4
 Synthesis Tool: XST (VHDL/Verilog)
 Simulator: ISE Simulator
 Preferred Language: VHDL (as per user’s choice)
 The Create New Source dialog will appear. It is shown in below figure4.3.You can use
 this dialog to create a new HDL source file by defining the module name and ports. All of the
 source files have been created for you in this project.
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Figure: 4.4 Create New Source Dialog
 Click Next and Finish.
 The Add Existing Sources dialog appears. It is shown in below figure4.4.
 Figure: 4.5 Add Existing Sources Dialog
 Click Next and Finish.
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Step 2:
 Creating a Design :
 Click on ProjectNew Source to create a design
 A New Source Wizard will open. Click on VHDL Module and specify a file name
 in the File
 Name Test Box and click next
 Mention the input and output port name ,direction and the width of the port
 As
 clk - in
 rst - in
 Qout - inout ,width – 3(MSB) 0(LSB)
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Click next and finish to creat a module
 Specify your design – counter(code) in the design window.
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Step 3:
 Synthesize the Design
 Select the counter-Behavioral (counter.vhd) in the Sources window and synthesize the
 Design by Double clicking on the synthesis option
 If the synthesis is successfully done it will show a tick mark.
 Simulate the Design Step 3
 Write the testbench test_bench.vhd and review the code. Run a behavioural simulation using
 the Xilinx iSIM simulator and examine the results.
 Click on Behavioral Simulation option in the Sources For:
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Then the Testbench window opens-
 Select New Source from Project menu and select VHDL Test Bench
 Click on ProjectNew Source to creat a design
 Select VHDL Test Bench and enter a file name in the file name text box
 Then click next and finish. A testbench module will be generated
 32
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Select the test_bench.vhd file and click on Xilinx ISE SimulatorDouble click on
 Simulate Behavioral Model to get the simulated waveform
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Figure: 4.6 Hierarchical View Including Test Bench
 With the testbench selected, expand the Xilinx ISE Simulator toolbox in the Processes
 for source window, right-click on Simulate Behavioral Model, and select Properties.
 Double-click Simulate Behavioral Model to simulate the design
 Two windows will appear when the simulation is complete. One window shows the
 Simulation results as waveforms, and the other shows the testbench in HDL format
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Click the waveform tab to view the simulation results. Zoom and pan to confirm that
 themodule simulated correctlythe design counts the number of interrupts detected.
 Refer to the software code forfurther detail.
 Close the simulator windows. Click Yes to confirm that you want to end the simulation
 Adding the Pin Constraints
 For Assigning pin constraints in the process window go back to the Implement
 window
 Double click on – I/O Pin Planning(Ahead)-Post-Synthesis
 Then the following window will open. Click on ‘yes’ to add the ‘ucf’ file to the
 design.
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Then the Plan Ahead Tool will open .All the pin details will be mentioned in it.
 Then a “.ucf” will be added to the project.Close the PlanAhead window and open the
 UCF file.
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Select the UCF file and click on edit constraint in the process window to add the pin details
 for the programme.
 Double click on the Edit Constraints to add the pin details
 Pin Details----
 Include the Following details
 NET "clk" LOC = "c9"; #clk pin allocation
 NET "rst" LOC = "l13"; #rst pin allocation
 NET "Qout<0>" LOC = "f12"; #output pins allocation
 NET "Qout<1>" LOC = "e12";
 NET "Qout<2>" LOC = "e11";
 NET "Qout<3>" LOC = "f11";
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Save the pin details.
 Click Ok and Close the window.
 Then again Synthesize the Design
 Step 4:
 Implement the Design
 Implement the design. During implementation, some reports will be created. You
 will look more closely at some of these reports in the next module.
 In the Sources in Project window, select Synthesis/Implementation in the Sources
 pane and
 select the top-level design file counter-rtl(counter.vhd)
 The source window pane is shown in below figure4.6.
 Figure: 4.7 Sources Window Pane
 In the Processes for Source window, double-click Implement Design Notice that the
 tools run all of the processes required to implement the design.Processes for source
 window is shown in below figure4.7.
 Figure: 4.8 Processes for Source Window
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While the implementation is running, click the + next to Implement Design to
 expand the implementation step and view the progress. We refer to this as expanding
 a process After each stage is completed, a symbol will appear next to each stage:
 Check mark for successful
 ! Exclamation point for warnings
 X for errors
 For this particular design, there may be an exclamation point (warnings) for some
 steps. The warnings here are okay to ignore.
 Downloading Bit File
 • For downloading the bit File open the IMPACT Programming and Downloading
 Software.
 • Expand the Configure Target Device-double Click on Manage Configuration
 Project
 • Than the IMPACT window will open
 39
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• Click on Boundary Scan and Right Click to Initialise JTAG chain.
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Click on yes to assign files to devices.
 • Bypass the Devices XCF04S and XC2C64A
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• Assign counter.bit file in F:\Demoproj \counter.bit to the deviceXC3S500E (By clicking
 on open)
 • Click on yes/no depending on the programme to add or not to add the PROMs. Click on no
 and Bypass the other devices.
 • Than continue the process by clicking on OK button in the following shown window
 42
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Right click on the Spartan XC3S500E Device and programme the device
 • Continue the programming by clicking on OK.
 43

Page 44
                        

• If the programme is downloaded successfully it will point a message programme
 succeeded
 • Read some of the messages in the message window located across the bottom of the Project
 Navigator window to review the implementation process.
 • When downloading is complete, review the design utilization in the Design Summary
 Window.
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Chapter 5
 SIMULATION RESULTS
 5.1 Introduction:
 This chapter focuses on the program flow description of each module. This chapter
 gives the simulation results of Encoder and detector module, corrector module and FSED
 module.
 Simulations are usually divided in to following 5 categories.
 Behavioral simulation
 Functional simulation
 Gate level simulation or post synthesis simulation
 Switch level simulation
 Transistor-level or Circuit level simulation
 This is ordered from high-level to low-level simulation (high level being more
 abstract and low-level being more detailed). Proceeding from high-level to low-level, the
 simulation becomes more accurate, but they also become progressively more complex and
 take longer to run. While it is positive to perform a behavioral-level simulation of the whole
 system, it is just impossible to perform circuit-level simulation of more than few hundred
 transistors.
 5.1.1 Behavioral Simulation:
 This method models large pieces of a system as black boxes withinput and outputs.
 This is done often using VHDL and Verilog.
 5.1.2 Functional Simulation:
 This simulation ignores timing and includes delta-delay simulation, which sets the
 delays to a fixed value. Once a behavioral or functional simulation verifies the system
 working, the next step is to check the timing performance
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5.1.3 Logic Simulation or Gate-level simulation:
 This simulation is used to check the timing performance of an ASIC. In the Gate-level
 simulation, a logic cell is treated as a black box modeled by a function whose variables are
 the input signals. The function may also model the delay through the logic cell setting all the
 delays to unit signals. The function may also model the delay through the logic cell. Setting
 all the delays to unit values is the equivalent of functional simulation.
 5.1.4 Switch-level Simulation:
 This simulation can provide more accurate timing predictions than Gate-level
 simulation.
 5.1.5 Transistor-level Simulation:
 These are the most accurate, but at the same time most complex and time-consuming
 simulation of all the simulations. This requires models of transistors, describing their
 nonlinear voltage and current characteristics.
 Simulation can also be divided on the basis of layout into two categories.
 Pre-layout Simulation
 Post-layout Simulation
 Simulation is used at many stages during the design. Initial Pre-layout Simulation
 includes logic-cell delays but no inter-connect delays. Estimates of capacitance may be
 included after completing logic synthesis, but only after physical design is over, Post-layout
 Simulation can be performed. In the Post-layout simulation, an SDF (Standard Delay Format)
 file is included in the simulation environment.
 5.2 Synthesis Result:
 The developed BCG, is simulated and verified their functionality. Once the functional
 verification is done, the RTL model is taken to the synthesis process using the Xilinx ISE
 tool. In synthesis process, the RTL model will be converted to the gate level net list mapped
 to a specific technology library. The design of BCG is synthesized and its results were
 analyzed as follows.
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5.2.1 RTL VIEW:
 Figure 5.1: RTL Schematic Synthesis Result1
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Figure 5.2:RTL Schematic Synthesis Result2
 Figure 5.3: RTL Schematic in Synthesis Result3
 48

Page 49
                        

Figure 5.4: Full Adder sum output
 Figure 5.5:Full Adder Carry output
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5.2.2 7 bit BCG results:
 Figure 5.6: simulated result1 of 7-bit berger code for one 1 is given as input.
 Figure 5.7: simulated result 4 of 7-bit berger code for 4 ones is given as input.
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Figure 5.8: simulated result 7 of 7-bit berger code for all ones is given as input.
 5.2.3 15-bit BCG results:
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Figure 5.9.1:15-bit input all zeros is given as input.
 Figure 5.9.2:15-bit output for all zeros is given as input.
 Figure 5.10.1:15-bit input six ones is given as input.
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Figure 5.10.2: 15-bit output for six ones is given as input.
 Figure 5.11.1.:15-bit input all ones is given as input.
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Figure 5.11.2:15-bit output for all ones is given as input.
 5.2.4 Synthesis Report: =========================================================================* Synthesis Options Summary *
 ==================================================================
 =======
 ---- Source Parameters
 Input File Name : "berger1.prj"
 Input Format : mixed
 Ignore Synthesis Constraint File : NO
 ---- Target Parameters
 Output File Name : "berger1"
 Output Format : NGC
 Target Device : xc3s500e-5-fg320
 ---- Source Options
 Top Module Name : berger1
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Automatic FSM Extraction : YES
 FSM Encoding Algorithm : Auto
 Safe Implementation : No
 FSM Style : LUT
 RAM Extraction : Yes
 RAM Style : Auto
 ROM Extraction : Yes
 Mux Style : Auto
 Decoder Extraction : YES
 Priority Encoder Extraction : Yes
 Shift Register Extraction : YES
 Logical Shifter Extraction : YES
 XOR Collapsing : YES
 ROM Style : Auto
 Mux Extraction : Yes
 Resource Sharing : YES
 Asynchronous To Synchronous : NO
 Multiplier Style : Auto
 Automatic Register Balancing : No
 ---- Target Options
 Add IO Buffers : YES
 Global Maximum Fanout : 500
 Add Generic Clock Buffer(BUFG) : 24
 Register Duplication : YES
 Slice Packing : YES
 Optimize Instantiated Primitives : NO
 Use Clock Enable : Yes
 Use Synchronous Set : Yes
 Use Synchronous Reset : Yes
 Pack IO Registers into IOBs : Auto
 Equivalent register Removal : YES
 ---- General Options
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Optimization Goal : Speed
 Optimization Effort : 1
 Keep Hierarchy : No
 Netlist Hierarchy : As Optimized
 RTL Output : Yes
 Global Optimization : All Clock Nets
 Read Cores : YES
 Write Timing Constraints : NO
 Cross Clock Analysis : NO
 Hierarchy Separator : /
 Bus Delimiter : <>
 Case Specifier : Maintain
 Slice Utilization Ratio : 100
 BRAM Utilization Ratio : 100
 Verilog 2001 : YES
 Auto BRAM Packing : NO
 Slice Utilization Ratio Delta : 5
 =========================================================================
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5.3 Source Code
 5.3.1 Full Adder:
 library IEEE;
 use IEEE.STD_LOGIC_1164.ALL;
 -- Uncomment the following library declaration if using
 -- arithmetic functions with Signed or Unsigned values
 --use IEEE.NUMERIC_STD.ALL;
 .
 -- Uncomment the following library declaration if instantiating
 -- any Xilinx primitives in this code.
 --library UNISIM;
 --use UNISIM.VComponents.all;
 Entity fa is
 Port ( a : in STD_LOGIC;
 b : in STD_LOGIC;
 c : in STD_LOGIC;
 sum : inout STD_LOGIC;
 carry : inout STD_LOGIC);
 end fa;
 Architecture Behavioral of fa is
 begin
 sum <=a xor b xor c;
 carry <=(a and b) or (b and c) or (c and a);
 end Behavioral;
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5.3.2 Berger1:
 library IEEE;
 use IEEE.STD_LOGIC_1164.ALL;
 -- Uncomment the following library declaration if using
 -- arithmetic functions with Signed or Unsigned values
 --use IEEE.NUMERIC_STD.ALL;
 -- Uncomment the following library declaration if instantiating
 -- any Xilinx primitives in this code.
 --library UNISIM;
 --use UNISIM.VComponents.all;
 Entity berger1 is
 Port ( x1 : in STD_LOGIC;
 x2 : in STD_LOGIC;
 x3 : in STD_LOGIC;
 x4 : in STD_LOGIC;
 x5 : in STD_LOGIC;
 x6 : in STD_LOGIC;
 x7 : in STD_LOGIC;
 c1 : inout STD_LOGIC;
 s1 : inout STD_LOGIC;
 c2 : inout STD_LOGIC;
 s2 : inout STD_LOGIC;
 k1,k2,k3:inout STD_LOGIC;
 bg:inout STD_LOGIC_VECTOR(1 to 10));
 end berger1;
 Architecture Behavioral of prog1 is
 signal gs1,gc1,gs2,gc2:STD_LOGIC;
 Component fa is
 port(a,b,c:in STD_LOGIC;
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carry,sum:inout STD_LOGIC);
 end component;
 begin
 fa1:fa port map (x1,x2,x3,gc1,gs1);
 fa2:fa port map (x4,x5,x6,gc2,gs2);
 fa3:fa port map (x7,gs2,gs1,c2,s2);
 fa4:fa port map (gc1,gc2,c2,c1,s1);
 k1<= not c1;
 k2<= not s1;
 k3<= not s2;
 bg <= x1&x2&x3&x4&x5&x6&x7&k1&k2&k3;
 end Behavioral;
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5.3.3 Berger2:
 library IEEE;
 use IEEE.STD_LOGIC_1164.ALL;
 -- Uncomment the following library declaration if using
 -- arithmetic functions with Signed or Unsigned values
 --use IEEE.NUMERIC_STD.ALL;
 -- Uncomment the following library declaration if instantiating
 -- any Xilinx primitives in this code.
 --library UNISIM;
 --use UNISIM.VComponents.all;
 Entity berger2 is
 Port ( x8 : in STD_LOGIC;
 x9 : in STD_LOGIC;
 x10 : in STD_LOGIC;
 x11 : in STD_LOGIC;
 x12 : in STD_LOGIC;
 x13 : in STD_LOGIC;
 x14 : in STD_LOGIC;
 c3 : inout STD_LOGIC;
 s3 : inout STD_LOGIC;
 c4 : inout STD_LOGIC;
 s4 : inout STD_LOGIC;
 k1,k2,k3: inout std_logic;
 bg:inout std_logic_vector(1 to 10));
 end berger2;
 Architecture Behavioral of prog2 is
 Signal gs3,gc3,gs4,gc4:std_logic;
 Component fa is
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Port(a,b,c:in std_logic;
 Carry,sum:inout std_logic);
 end component;
 begin
 fa5:fa port map(x8,x9,x10,gc3,gs3);
 fa6:fa port map(x11,x12,x13,gc4,gs4);
 fa7:fa port map(x14,gs4,gs3,c3,s3);
 fa8:fa port map(gc3,gc4,c3,c4,s4);
 k1<=not c4;
 k2<=not s4;
 k3<=not s3;
 bg<=x8&x9&x10&x11&x12&x13&x14&k1&k2&k3;
 end Behavioral;
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5.3.4 Berger3:
 library IEEE;
 use IEEE.STD_LOGIC_1164.ALL;
 -- Uncomment the following library declaration if using
 -- arithmetic functions with Signed or Unsigned values
 --use IEEE.NUMERIC_STD.ALL;
 -- Uncomment the following library declaration if instantiating
 -- any Xilinx primitives in this code.
 --library UNISIM;
 --use UNISIM.VComponents.all;
 Entity berger3 is
 Port ( x11 : in STD_LOGIC;
 x21 : in STD_LOGIC;
 x31 : in STD_LOGIC;
 x41 : in STD_LOGIC;
 x51 : in STD_LOGIC;
 x61 : in STD_LOGIC;
 x71 : in STD_LOGIC;
 x82 : in STD_LOGIC;
 x92 : in STD_LOGIC;
 x102 : in STD_LOGIC;
 x112 : in STD_LOGIC;
 x122 : in STD_LOGIC;
 x132 : in STD_LOGIC;
 x142 : in STD_LOGIC;
 x152 : in STD_LOGIC;
 c9 : inout STD_LOGIC;
 s9 : inout STD_LOGIC;
 c10 : inout STD_LOGIC;
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s10 : inout STD_LOGIC;
 c11 : inout STD_LOGIC;
 s11 : inout STD_LOGIC;
 k1,k2,k3,k4:inout std_logic;
 bg:inout std_logic_vector(1 to 19));
 end berger3;
 Architecture Behavioral of prog3 is
 Signal xc1,xs1,xc2,xs2,xc3,xs3,xc4,xs4:std_logic;
 Component fa is
 Port(a,b,c:in STD_LOGIC;
 Carry,sum:inout STD_LOGIC);
 end component;
 Component berger1 is
 Port(x1,x2,x3,x4,x5,x6,x7:in STD_LOGIC;
 c1,s1,c2,s2:inout STD_LOGIC);
 end component;
 Component berger2 is
 Port(x8,x9,x10,x11,x12,x13,x14:in STD_LOGIC;
 c3,s3,c4,s4:inout STD_LOGIC);
 end component;
 begin
 bg1:berger1 port map(x11,x21,x31,x41,x51,x61,x71,xc1,xs1,xc2,xs2);
 bg2:berger2 port map(x82,x92,x102,x112,x122,x132,x142,xc3,xs3,xc4,xs4);
 fa9:fa port map(x152,xs2,xs3,c9,s9);
 fa10:fa port map(xs4,xs1,c9,c10,s10);
 fa11:fa port map(c10,xc4,xc1,c11,s11);
 k1<=not c11;
 k2<=not s11;
 k3<=not s10;
 k4<=not s9;
 bg<=x11&x21&x31&x41&x51&x61&x71&x82&x92&x102&x112&x122&x132&x142&X
 152&k1&k2&k3&k4;
 end Behavioral;
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Chapter 6
 CONCLUSION AND FUTURE SCOPE
 6.1 Conclusion:The berger code generator is designed using full adders with the help of marouf and
 friedman’s algorithm. Berger code has length 10 for 7 information bits. If I=7 it generates 3 check bits which represents number of zeros in the information I.
 A VHDL code in XILINX(12.3) version was written and simulated using ISE simulator.It is also implemented using FPGA Sparton 3 Kit.
 6.2 Future Scope:It can be extended to design self checking checkers i.e combinational logic
 circuits.Berger code is the one of the module in the totally-self-checking checker for separable codes .It detects the faults in either information bits or check bits or both. Any full adder module in berger code check bit generator has multiple faults also can be detected.We can generate 8-test vector using another procedure to test vector using the berger code generator.These 8 test vector inputs and berger code generator combined together can be used as automatic self checking circuit.
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