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 ABSTRACT
 Instant Messaging ( IM ) is a real time based text based chatting communication in push
 mode between two or more people using personal computers or other devices, along with
 shared clients. The user's text is conveyed over a network, such as the Internet. More advanced
 instant messaging software clients also allow enhanced modes of communication, such as live
 voice or video calling and inclusion of links to media.
 This project is a LAN Messenger which is a instant messenger wich works on local area
 network or intranet and is designed to function in a heterogeneous network containing mainly
 machine running on windows-based and linux-based machines on which the Java Virtual
 Machine (JVM) is running. The main reason for taking up such a project was the lack of a
 simple LAN Messenger which works in a heterogeneous network. The obvious choice of the
 programming language was JAVA in which the compiled bytecodes can be interpreted on any
 machine running the JVM. Morever, the product is based on a Client-Server architecture.
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 1. INTRODUCTION
 1.1 Overview
 Instant messaging (IM) is a set of communication technologies used for text-based
 communication between two or more participants over the Internet or other types of networks.
 IM–chat happens in real-time. Of importance is that online chat and instant messaging differ
 from other technologies such as email due to the perceived quasi-synchronicity of the
 communications by the users. Some systems permit messages to be sent to users not then
 'logged on' (offline messages), thus removing some differences between IM and email (often
 done by sending the message to the associated email account).
 IM allows effective and efficient communication, allowing immediate receipt of
 acknowledgment or reply. However IM is basically not necessarily supported by transaction
 control. In many cases, instant messaging includes added features which can make it even
 more popular. For example, users may see each other via webcams, or talk directly for free
 over the Internet using a microphone and headphones or loudspeakers. Many client programs
 allow file transfers, although they are usually limited in the permissible file-size.
 It is usually possible to save a text conversation for later reference. Instant messages are often
 logged in a local message history, making it similar to the persistent nature of emails.
 IM products can usually be categorised into two types: Enterprise Instant Messaging
 (EIM) and Consumer Instant Messaging (CIM). Enterprise solutions use an internal IM server,
 however this isn't always feasible, particularly for smaller businesses with limited budgets.
 The second option, using a CIM provides the advantage of being inexpensive to implement
 and has little need for investing in new hardware or server software.
 For corporate use, encryption and conversation archiving are usually regarded as important
 features due to security concerns. Sometimes the use of different operating systems in
 organizations requires use of software that supports more than one platform. For example
 many software companies use Windows XP in administration departments but have software
 developers who use Linux.
 A company with Windows network could use a software application like ShixxNOTE which is
 a network enabled sticky notes program. Every computer on the network listens for new
 messages which when found are presented to the user like colorfull desktop sticky notes via
 which a reply can be sent instantly.
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 1.2 Purposes of LAN Messenger
 A LAN messenger is an instant messaging program designed for use within a single local area
 network (LAN).
 There are advantages using a LAN messenger over a normal instant messenger. The LAN
 messenger runs inside a company or private LAN, and so an active Internet connection or a
 central server is not required (P2P). Only people who are inside the firewall will have access to
 the system. Communication data does not leave the LAN, and also the system can not
 be spammed from the outside (Darknet).
 .
 The use of LAN Messenger also involves certain types of risks :
 Security risks
 IM connections usually occur in plain text, making them vulnerable to eavesdropping. Also,
 IM client software often requires the user to expose open UDP ports to the world, raising the
 threat posed by potential security vulnerabilities.
 Compliance risks
 In addition to the malicious code threat, the use of instant messaging at work also creates a risk
 of non-compliance to laws and regulations governing use of electronic communications in
 businesses. In the United States alone there are over 10,000 laws and regulations related to
 electronic messaging and records retention.
 Inappropriate use
 Organizations of all types must protect themselves from the liability of their employees'
 inappropriate use of IM. The informal, immediate, and ostensibly anonymous nature of instant
 messaging makes it a candidate for abuse in the workplace.
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 1.3 Why Java
 The Java programming language is a high-level language that can be characterized by all of
 the following buzzwords:
 Simple
 Object oriented
 Robust
 Secure
 Architecture neutral
 Portable
 High performance
 Multithreaded
 Dynamic
 Java bytecodes
 With most programming languages, you either compile or interpret a program so that you can
 run it on your computer. The Java programming language is unusual in that a program is both
 compiled and interpreted. With the compiler, first you translate a program into an intermediate
 language called Java bytecodes —the platform-independent codes interpreted by the
 interpreter on the Java platform. The interpreter parses and runs each Java bytecode instruction
 on the computer. Compilation happens just once; interpretation occurs each time the program
 is executed.
 Java bytecodes help make "write once, run anywhere" possible. You can compile your
 program into bytecodes on any platform that has a Java compiler. The bytecodes can then be
 run on any implementation of the Java VM. That means that as long as a computer has a Java
 VM, the same program written in the Java programming language can run on Windows 2000,
 a Solaris workstation, or on an iMac.
 The Java Platform
 A platform is the hardware or software environment in which a program runs. Most platforms
 can be described as a combination of the operating system and hardware. The Java platform
 differs from most other platforms in that it's a software-only platform that runs on top of other
 hardware-based platforms.
 The Java platform has two components:
 The Java Virtual Machine (Java VM)
 The Java Application Programming Interface (Java API)
 The Java API is a large collection of ready-made software components that provide many
 useful capabilities, such as graphical user interface (GUI) widgets. The Java API is grouped
 into libraries of related classes and interfaces; these libraries are known as packages.
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 Inheritance
 Generally speaking, objects are defined in terms of classes. You know a lot about an object by
 knowing its class. Even if you don't know what a penny-farthing is, if I told you it was a
 bicycle, you would know that it had two wheels, handle bars, and pedals.
 Object-oriented systems take this a step further and allow classes to be defined in terms of
 other classes. For example, mountain bikes, racing bikes, and tandems are all kinds of
 bicycles. In object-oriented terminology, mountain bikes, racing bikes, and tandems are all
 subclasses of the bicycle class. Similarly, the bicycle class is the superclass of mountain bikes,
 racing bikes, and tandems. This relationship is shown in the following figure.
 Fig 1.1 : Object Oriented Relationship
 Each subclass inherits state (in the form of variable declarations) from the superclass.
 Mountain bikes, racing bikes, and tandems share some states: cadence, speed, and the like.
 Also, each subclass inherits methods from the superclass. Mountain bikes, racing bikes, and
 tandems share some behaviors: braking and changing pedaling speed, for example.
 However, subclasses are not limited to the state and behaviors provided to them by their
 superclass. Subclasses can add variables and methods to the ones they inherit from the
 superclass. Tandem bicycles have two seats and two sets of handle bars; some mountain bikes
 have an extra set of gears with a lower gear ratio.
 Subclasses can also override inherited methods and provide specialized implementations for
 those methods. For example, if you had a mountain bike with an extra set of gears, you would
 override the "change gears" method so that the rider could use those new gears.
 You are not limited to just one layer of inheritance. The inheritance tree, or class hierarchy,
 can be as deep as needed. Methods and variables are inherited down through the levels. In
 general, the farther down in the hierarchy a class appears, the more specialized its behavior.
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 The Object class is at the top of class hierarchy, and each class is its descendant (directly or
 indirectly). A variable of type Object can hold a reference to any object, such as an instance
 of a class or an array. Object provides behaviors that are required of all objects running in the
 Java Virtual Machine. For example, all classes inherit Object's toString method, which
 returns a string representation of the object.
 Inheritance offers the following benefits:
 Subclasses provide specialized behaviors from the basis of common elements provided by
 the superclass. Through the use of inheritance, programmers can reuse the code in the
 superclass many times.
 Programmers can implement superclasses called abstract classes that define "generic"
 behaviors. The abstract superclass defines and may partially implement the behavior, but
 much of the class is undefined and unimplemented. Other programmers fill in the details
 with specialized subclasses
 Interface
 Within the Java programming language, an interface is a device that unrelated objects use to
 interact with each other. An interface is probably most analogous to a protocol (an agreed on
 behavior). In fact, other object-oriented languages have the functionality of interfaces, but they
 call their interfaces protocols.
 The bicycle class and its class hierarchy defines what a bicycle can and cannot do in terms of
 its "bicycleness." But bicycles interact with the world on other terms. For example, a bicycle in
 a store could be managed by an inventory program.
 An inventory program doesn't care what class of items it manages as long as each item
 provides certain information, such as price and tracking number. Instead of forcing class
 relationships on otherwise unrelated items, the inventory program sets up a protocol of
 communication. This protocol comes in the form of a set of constant and method definitions
 contained within an interface. The inventory interface would define, but not implement,
 methods that set and get the retail price, assign a tracking number, and so on.
 To work in the inventory program, the bicycle class must agree to this protocol by
 implementing the interface.
 When a class implements an interface, the class agrees to implement all the methods defined in
 the interface. Thus, the bicycle class would provide the implementations for the methods that
 set and get retail price, assign a tracking number, and so on.
 You use an interface to define a protocol of behavior that can be implemented by any class
 anywhere in the class hierarchy.
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 Interfaces are useful for the following:
 Capturing similarities among unrelated classes without artificially forcing a class
 relationship.
 Declaring methods that one or more classes are expected to implement.
 Revealing an object's programming interface without revealing its class.
 Object
 Objects are key to understanding object-oriented technology. You can look around you now
 and see many examples of real-world objects: your dog, your desk, your television set, your
 bicycle.
 These real-world objects share two characteristics: They all have state and behavior. For
 example, dogs have state (name, color, breed, hungry) and behavior (barking, fetching, and
 wagging tail). Bicycles have state (current gear, current pedal cadence, two wheels, number of
 gears) and behavior (braking, accelerating, slowing down, changing gears).
 Software objects are modeled after real-world objects in that they too have state and behavior.
 A software object maintains its state in one or more variables. A variable is an item of data
 named by an identifier. A software object implements its behavior with methods. A method is
 a function (subroutine) associated with an object.
 Definition: An object is a software bundle of variables and related methods.
 You can represent real-world objects by using software objects. You might want to represent
 real-world dogs as software objects in an animation program or a real-world bicycle as a
 software object in the program that controls an electronic exercise bike. You can also use
 software objects to model abstract concepts. For example, an event is a common object used in
 GUI window systems to represent the action of a user pressing a mouse button or a key on the
 keyboard.
 The following illustration is a common visual representation of a software object:
 Fig 1.2 : Visual Representation of software object
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 Everything that the software object knows (state) and can do (behavior) is expressed by the
 variables and the methods within that object. A software object that modeled your real-world
 bicycle would have variables that indicated the bicycle's current state: its speed is 10 mph, its
 pedal cadence is 90 rpm, and its current gear is the 5th gear. These variables are formally
 known as instance variables because they contain the state for a particular bicycle object, and
 in object-oriented terminology, a particular object is called an instance.
 In addition to its variables, the software bicycle would also have methods to brake, change the
 pedal cadence, and change gears. (The bike would not have a method for changing the speed
 of the bicycle, as the bike's speed is just a side effect of what gear it's in, how fast the rider is
 pedaling, whether the brakes are on, and how steep the hill is.)
 These methods are formally known as instance methods because they inspect or change the
 state of a particular bicycle instance.
 The object diagrams show that the object's variables make up the center, or nucleus, of the
 object. Methods surround and hide the object's nucleus from other objects in the program.
 Packaging an object's variables within the protective custody of its methods is called
 encapsulation .
 This conceptual picture of an object-a nucleus of variables packaged within a protective
 membrane of methods-is an ideal representation of an object and is the ideal that designers of
 object-oriented systems strive for. However, it's not the whole story. Often, for practical
 reasons, an object may wish to expose some of its variables or hide some of its methods.
 In the Java programming language, an object can specify one of four access levels for each of
 its variables and methods. The access level determines which other objects and classes can
 access that variable or method. Variable and method access in Java is covered in Controlling
 Access to Members of a Class.
 Encapsulating related variables and methods into a neat software bundle is a simple yet
 powerful idea that provides two primary benefits to software developers:
 Modularity: The source code for an object can be written and maintained independently
 of the source code for other objects. Also, an object can be easily passed around in the
 system. You can give your bicycle to someone else, and it will still work.
 Information hiding: An object has a public interface that other objects can use to
 communicate with it. The object can maintain private information and methods that can be
 changed at any time without affecting the other objects that depend on it. You don't need to
 understand the gear mechanism on your bike to use it.
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 Class
 In the real world, you often have many objects of the same kind. For example, your bicycle is
 just one of many bicycles in the world. Using object-oriented terminology, we say that your
 bicycle object is an instance of the class of objects known as bicycles. Bicycles have some
 state (current gear, current cadence, two wheels) and behavior (change gears, brake) in
 common. However, each bicycle's state is independent of and can be different from that of
 other bicycles.
 In object-oriented software, it's also possible to have many objects of the same kind that share
 characteristics: rectangles, employee records, video clips, and so on. Like the bicycle
 manufacturers, you can take advantage of the fact that objects of the same kind are similar and
 you can create a blueprint for those objects. A software blueprint for objects is called a class.
 Definition: A class is a blueprint, or prototype, that defines the variables and the methods
 common to all objects of a certain kind.
 Fig 1.3 : Class Implementation
 Objects vs. Classes
 In the real world, it's obvious that classes are not themselves the objects they describe: A
 blueprint of a bicycle is not a bicycle. However, it's a little more difficult to differentiate
 classes and objects in software. This is partially because software objects are merely electronic
 models of real-world objects or abstract concepts in the first place. But it's also because the
 term "object" is sometimes used to refer to both classes and instances.
 In the figures, the class is not shaded, because it represents a blueprint of an object rather than
 an object itself. In comparison, an object is shaded, indicating that the object exists and that
 you can use it.
 Message
 A single object alone is generally not very useful. Instead, an object usually appears as a
 component of a larger program or application that contains many other objects. Through the
 interaction of these objects, programmers achieve higher-order functionality and more
 complex behavior.
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 Software objects interact and communicate with each other by sending messages to each other.
 When object A wants object B to perform one of B's methods, object A sends a message to
 object B.
 Fig 1.4 : Sending of message between objects
 Sometimes, the receiving object needs more information so that it knows exactly what to do;
 for example, when you want to change gears on your bicycle, you have to indicate which gear
 you want. This information is passed along with the message as parameters.
 The next figure shows the three components that comprise a message:
 The object to which the message is addressed (YourBicycle)
 The name of the method to perform (changeGears)
 Any parameters needed by the method (lowerGear)
 Fig 1.5 : Components of a message
 These three components are enough information for the receiving object to perform the desired
 method. No other information or context is required.
 Messages provide two important benefits:
 An object's behavior is expressed through its methods, so (aside from direct variable
 access) message passing supports all possible interactions between objects.
 Objects don't need to be in the same process or even on the same machine to send and
 receive messages back and forth to each other.
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 1.4 Socket Programming
 Computers running on the Internet communicate to each other using either the Transmission
 Control Protocol (TCP) or the User Datagram Protocol (UDP), as this diagram illustrates:
 When you write Java programs that communicate over the network, you are programming at
 the application layer. Typically, you don't need to concern yourself with the TCP and UDP
 layers. Instead, you can use the classes in the java.net package. These classes provide
 system-independent network communication. However, to decide which Java classes your
 programs should use, you do need to understand how TCP and UDP differ.
 TCP
 When two applications want to communicate to each other reliably, they establish a connection
 and send data back and forth over that connection. This is analogous to making a telephone
 call. You send data back and forth over the connection by speaking to one another over the
 phone lines. Like the phone company, TCP guarantees that data sent from one end of the
 connection actually gets to the other end and in the same order it was sent. Otherwise, an error
 is reported.
 TCP provides a point-to-point channel for applications that require reliable communications.
 The Hypertext Transfer Protocol (HTTP), File Transfer Protocol (FTP), and Telnet are all
 examples of applications that require a reliable communication channel.
 The order in which the data is sent and received over the network is critical to the success of
 these applications.
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 When client contacts server, the server process must first be running. The server must have
 created socket (door) that welcomes client‘s contact.
 Client contacts server by:
 creating client-local TCP socket
 specifying IP address, port number of server process
 When client creates socket, client TCP establishes connection to server TCP. When contacted
 by client, server TCP creates new socket for server process to communicate with client.
 TCP allows server to talk with multiple clients and the source port numbers of clients are used
 to distinguish clients.
 This working of the TCP Client and Server Socket interaction can be shown as follows:
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 UDP
 The UDP protocol provides for communication that is not guaranteed between two
 applications on the network. UDP is not connection-based like TCP. Rather, it sends
 independent packets of data, called datagrams, from one application to another. Sending
 datagrams is much like sending a letter through the postal service: The order of delivery is not
 important and is not guaranteed, and each message is independent of any other.
 For many applications, the guarantee of reliability is critical to the success of the transfer of
 information from one end of the connection to the other. However, other forms of
 communication don't require such strict standards. In fact, they may be slowed down by the
 extra overhead or the reliable connection may invalidate the service altogether.
 Consider, for example, a clock server that sends the current time to its client when requested to
 do so. If the client misses a packet, it doesn't really make sense to resend it because the time
 will be incorrect when the client receives it on the second try. If the client makes two requests
 and receives packets from the server out of order, it doesn't really matter because the client can
 figure out that the packets are out of order and make another request. The reliability of TCP is
 unnecessary in this instance because it causes performance degradation and may hinder the
 usefulness of the service.
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 Another example of a service that doesn't need the guarantee of a reliable channel is the ping
 command. The purpose of the ping command is to test the communication between two
 programs over the network. In fact, ping needs to know about dropped or out-of-order packets
 to determine how good or bad the connection is. A reliable channel would invalidate this
 service altogether.
 The UDP protocol provides for communication that is not guaranteed between two
 applications on the network. UDP is not connection-based like TCP. Rather, it sends
 independent packets of data from one application to another. Sending datagrams is much like
 sending a letter through the mail service: The order of delivery is not important and is not
 guaranteed, and each message is independent of any others
 UDP vs. TCP: Which Protocol to Use?
 Overhead UDP - every time a datagram is sent, the local and receiving socket address need to be sent
 along with it
 TCP - a connection must be established before communications between the pair of
 sockets start (i.e. there is a connection setup time in TCP)
 Packet Size UDP - there is a size limit of 64 kilobytes per datagram
 TCP - there is no limit; the pair of sockets behaves like streams
 Reliability UDP - there is no guarantee that the sent datagrams will be received in the same order by
 the receiving socket
 TCP - it is guaranteed that the sent packets will be received in the order in which they were
 sent
 TCP - useful when indefinite amount of data of need to be transferred ‗in order‘ and reliably
 otherwise, we end up with jumbled files or invalid information
 examples: HTTP, ftp, telnet, …
 UDP - useful when data transfer should not be slowed down by the extra overhead of the
 reliable connection
 examples: real-time applications.
 e.g. consider a clock server that sends the current time to its client. If the client misses a
 packet, it doesn't make sense to resend it because the time will be incorrect when the client
 receives it on the second try
 the reliability of TCP is unnecessary
 it might cause performance degradation and hinder the usefulness of the service
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 Understanding Socket
 Normally, a server runs on a specific computer and has a socket that is bound to a specific port
 number. The server just waits, listening to the socket for a client to make a connection request.
 Sockets are a low-level programming interface for networked communications. They send
 streams of data between applications that may or may not be on the same host.
 On the client-side: The client knows the hostname of the machine on which the server is
 running and the port number to which the server is connected. To make a connection request,
 the client tries to rendezvous with the server on the server's machine and port.
 If everything goes well, the server accepts the connection. Upon acceptance, the server gets a
 new socket bound to a different port. It needs a new socket (and consequently a different port
 number) so that it can continue to listen to the original socket for connection requests while
 tending to the needs of the connected client.
 On the client side, if the connection is accepted, a socket is successfully created and the client
 can use the socket to communicate with the server. Note that the socket on the client side is not
 bound to the port number used to rendezvous with the server. Rather, the client is assigned a
 port number local to the machine on which the client is running.
 The client and server can now communicate by writing to or reading from their sockets.
 The java.net package supports a simplified, object-oriented socket interface that makes
 network communications considerably easier. It provides a class, Socket, that implements one
 side of a two-way connection between your Java program and another program on the
 network. The Socket class sits on top of a platform-dependent implementation, hiding the
 details of any particular system from your Java program. By using the java.net.Socket class
 instead of relying on native code, your Java programs can communicate over the network in a
 platform-independent fashion.
 Additionally, java.net includes the ServerSocket class, which implements a socket that
 servers can use to listen for and accept connections to clients. This lesson shows you how to
 use the Socket and ServerSocket classes.
 If you are trying to connect to the Web, the URL class and related classes (URLConnection,
 URLEncoder) are probably more appropriate than the socket classes. In fact, URLs are a
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 relatively high-level connection to the Web and use sockets as part of the underlying
 implementation.
 Java provides sockets to support three distinct classes of underlying protocols:
 Sockets : Java's basic Socket class, uses a connection-oriented and reliable protocol. A
 connection-oriented protocol provides the equivalent of a telephone conversation. After
 establishing a connection, two applications can send streams of data back and forth and the
 connection stays in place even when no one is talking. Because the protocol is reliable, it
 also ensures that no data is lost (resending data as necessary) and that whatever you send
 always arrives in the order that you sent it.
 DatagramSockets: It uses a connection-less, unreliable protocol. A connectionless
 protocol is more like the postal service. Applications can send short messages to each
 other, but no end-to-end connection is set up in advance and no attempt is made to keep the
 messages in order. It is not even guaranteed that the messages will arrive at all.
 The Socket class speaks TCP, the connection-oriented flavor of IP, and the DatagramSocket
 class speaks UDP, the connectionless kind. These protocols are generally available on any
 system connected to the Internet.
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 Networking Classes in the Java Through the classes in java.net, Java programs can use TCP or UDP to communicate over
 the Internet. The java.net package
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 2. COMPANY PROFILE
 Computer Institute is committed to customer satisfaction. In the past 10 years , we have
 created a very friendly learning environment with the latest computer hardware and software
 technologies. Whether you are new to the computer industry or are looking to improve your
 skills, we have the right course for you. Well-qualified, experienced certified instructors train
 the participants with easy-to-use step by step training material in the most optimized period of
 time. We provide life time free telephone support to our clients. We are so sure about the
 quality of our certification in JAVA , .NET , C ,C++ ,PHP, A+ training and certification,
 Network+, Security+, MCSA, MCSE, MCEA, MCSD, CCNA, CCNP or Oracle Developer or
 DBA and fail a test, you can retake the course for the test that you failed free of charge. The
 course can be retaken subject to availability of course & seat in the class
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 3. ER & DATA FLOW DIAGRAMS
 Fig 3.1 DFD of LAN Messenger
 Fig 3.2 ER diagram of LAN Messenger
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 4. IMPLEMENTATION
 4.1 client.java
 package client;
 import java.io.BufferedReader;
 import java.io.DataInputStream;
 import java.io.DataOutputStream;
 import java.io.IOException;
 import java.io.InputStream;
 import java.io.InputStreamReader;
 import java.io.OutputStream;
 import java.net.InetAddress;
 import java.net.Socket;
 import java.net.UnknownHostException;
 import java.util.logging.Level;
 import java.util.logging.Logger;
 public class client extends Thread {
 private InputStream sin;
 private OutputStream sout;
 private DataInputStream in;
 private DataOutputStream out;
 private BufferedReader keyboard;
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 private Socket socket;
 private InetAddress ipAddress;
 private String line;
 private String username;
 private String password;
 clientWindow cw;
 public client(clientWindow cw){
 this.cw = cw;
 }
 public void sendMessage(String msg)
 {
 try {
 out.writeUTF(msg);
 out.flush();
 } catch (IOException ex) {
 Logger.getLogger(client.class.getName()).log(Level.SEVERE,
 null, ex);
 }
 }
 public void run()
 {
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 try{
 ipAddress =
 InetAddress.getByName(cw.getIpAddress()); // gets an object
 representing ip
 socket = new Socket(ipAddress, cw.getPort()); //
 connects to the socket
 cw.connected();
 sin = socket.getInputStream();
 sout = socket.getOutputStream();
 in = new DataInputStream(sin);
 out = new DataOutputStream(sout);
 keyboard = new BufferedReader(new
 InputStreamReader(System.in));
 while(true){
 line = in.readUTF();
 cw.serverReply(line);
 }
 }
 catch (UnknownHostException ex) {
 ex.printStackTrace();
 }catch (IOException ex) {
 ex.printStackTrace();
 }
 }
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 public void close()
 {
 try {
 socket.close();
 } catch (IOException ex) {
 Logger.getLogger(client.class.getName()).log(Level.SEVERE,
 null, ex);
 }
 }
 }
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 4.2 clientWindow.java
 package client;
 import java.awt.event.KeyEvent;
 public class clientWindow extends javax.swing.JFrame {
 client cl;
 /** Creates new form window */
 public clientWindow() {
 initComponents();
 this.disconnected();
 }
 public String getIpAddress()
 {
 return server_ip.getText();
 }
 public int getPort()
 {
 return Integer.parseInt(server_port.getText());
 }
 public void connected()
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 {
 connect.setText("Disconnect");
 server_ip.setEnabled(false);
 server_port.setEnabled(false);
 history.setEnabled(true);
 write.setEnabled(true);
 send.setEnabled(true);
 }
 public void disconnected()
 {
 connect.setText("Connect");
 server_ip.setEnabled(true);
 server_port.setEnabled(true);
 history.setEnabled(false);
 write.setEnabled(false);
 send.setEnabled(false);
 }
 private void sendMessage()
 {
 String msg = this.write.getText().trim();
 if(msg.length() > 0)
 {
 cl.sendMessage(msg);
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 this.addHistory("Me >> "+msg);
 this.write.setText("");
 }
 }
 public void serverReply(String msg)
 {
 this.addHistory(this.getIpAddress()+" >> "+msg);
 }
 private void addHistory(String str)
 {
 history.setText(str+"\n"+history.getText());
 }
 /** This method is called from within the constructor to
 * initialize the form.
 */
 @SuppressWarnings("unchecked")
 // <editor-fold defaultstate="collapsed" desc="Generated
 Code">
 private void initComponents() {
 label_server_ip = new javax.swing.JLabel();
 server_ip = new javax.swing.JTextField();
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 label_server_port = new javax.swing.JLabel();
 server_port = new javax.swing.JTextField();
 connect = new javax.swing.JButton();
 label_message = new javax.swing.JLabel();
 send = new javax.swing.JButton();
 message_history = new javax.swing.JScrollPane();
 history = new javax.swing.JTextArea();
 message_write = new javax.swing.JScrollPane();
 write = new javax.swing.JTextArea();
 setDefaultCloseOperation(javax.swing.WindowConstants.DISPOSE_ON
 _CLOSE);
 label_server_ip.setText("Server IP: ");
 server_ip.setText("127.0.0.1");
 label_server_port.setText("Port");
 server_port.setText("6666");
 connect.setText("Connect");
 connect.addActionListener(new
 java.awt.event.ActionListener() {
 public void
 actionPerformed(java.awt.event.ActionEvent evt) {
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 connectActionPerformed(evt);
 }
 });
 label_message.setText("Message:");
 send.setText("Send");
 send.addActionListener(new
 java.awt.event.ActionListener() {
 public void
 actionPerformed(java.awt.event.ActionEvent evt) {
 sendActionPerformed(evt);
 }
 });
 history.setColumns(20);
 history.setEditable(false);
 history.setRows(5);
 message_history.setViewportView(history);
 write.setColumns(20);
 write.setRows(5);
 write.addKeyListener(new java.awt.event.KeyAdapter() {
 public void keyPressed(java.awt.event.KeyEvent evt)
 {
 write_keypressed(evt);
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 }
 });
 message_write.setViewportView(write);
 javax.swing.GroupLayout layout = new
 javax.swing.GroupLayout(getContentPane());
 getContentPane().setLayout(layout);
 layout.setHorizontalGroup(
 layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LE
 ADING)
 .addGroup(layout.createSequentialGroup()
 .addContainerGap()
 .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Al
 ignment.LEADING)
 .addComponent(message_history,
 javax.swing.GroupLayout.DEFAULT_SIZE, 408, Short.MAX_VALUE)
 .addComponent(message_write,
 javax.swing.GroupLayout.DEFAULT_SIZE, 408, Short.MAX_VALUE)
 .addComponent(send)
 .addComponent(label_message)
 .addGroup(javax.swing.GroupLayout.Alignment.TRAILING,
 layout.createSequentialGroup()
 .addComponent(label_server_ip)
 .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.REL
 ATED, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
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 .addComponent(server_ip,
 javax.swing.GroupLayout.PREFERRED_SIZE, 202,
 javax.swing.GroupLayout.PREFERRED_SIZE)
 .addGap(18, 18, 18)
 .addComponent(label_server_port)
 .addGap(18, 18, 18)
 .addComponent(server_port,
 javax.swing.GroupLayout.PREFERRED_SIZE, 67,
 javax.swing.GroupLayout.PREFERRED_SIZE))
 .addComponent(connect))
 .addContainerGap())
 );
 layout.setVerticalGroup(
 layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LE
 ADING)
 .addGroup(layout.createSequentialGroup()
 .addContainerGap()
 .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Al
 ignment.BASELINE)
 .addComponent(server_ip,
 javax.swing.GroupLayout.PREFERRED_SIZE,
 javax.swing.GroupLayout.DEFAULT_SIZE,
 javax.swing.GroupLayout.PREFERRED_SIZE)
 .addComponent(label_server_ip)
 .addComponent(server_port,
 javax.swing.GroupLayout.PREFERRED_SIZE,
 javax.swing.GroupLayout.DEFAULT_SIZE,
 javax.swing.GroupLayout.PREFERRED_SIZE)
 .addComponent(label_server_port))
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 .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.REL
 ATED)
 .addComponent(connect)
 .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.REL
 ATED, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
 .addComponent(message_history,
 javax.swing.GroupLayout.PREFERRED_SIZE, 185,
 javax.swing.GroupLayout.PREFERRED_SIZE)
 .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.REL
 ATED)
 .addComponent(label_message)
 .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.UNR
 ELATED)
 .addComponent(message_write,
 javax.swing.GroupLayout.PREFERRED_SIZE, 63,
 javax.swing.GroupLayout.PREFERRED_SIZE)
 .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.REL
 ATED)
 .addComponent(send)
 .addContainerGap())
 );
 pack();
 }// </editor-fold>
 private void
 connectActionPerformed(java.awt.event.ActionEvent evt) {
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 // TODO add your handling code here:
 if(connect.getText().equals("Connect"))
 {
 cl = new client(this);
 cl.start();
 }
 else
 {
 cl.stop();
 this.disconnected();
 }
 }
 private void sendActionPerformed(java.awt.event.ActionEvent
 evt) {
 // TODO add your handling code here:
 this.sendMessage();
 }
 private void write_keypressed(java.awt.event.KeyEvent evt)
 {
 // TODO add your handling code here:
 if(evt.getKeyCode() == KeyEvent.VK_ENTER)
 {
 this.sendMessage();
 }
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 }
 // Variables declaration - do not modify
 private javax.swing.JButton connect;
 private javax.swing.JTextArea history;
 private javax.swing.JLabel label_message;
 private javax.swing.JLabel label_server_ip;
 private javax.swing.JLabel label_server_port;
 private javax.swing.JScrollPane message_history;
 private javax.swing.JScrollPane message_write;
 private javax.swing.JButton send;
 private javax.swing.JTextField server_ip;
 private javax.swing.JTextField server_port;
 private javax.swing.JTextArea write;
 // End of variables declaration
 }
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 4.3 chatHandler.java
 package server;
 import java.io.DataInputStream;
 import java.io.DataOutputStream;
 import java.io.IOException;
 import java.io.InputStream;
 import java.io.OutputStream;
 import java.net.Socket;
 import java.util.logging.Level;
 import java.util.logging.Logger;
 public class chatHandler extends Thread {
 private Socket socket;
 InputStream sin = null;
 OutputStream sout = null;
 DataInputStream in = null;
 DataOutputStream out = null;
 chatHandlerWindow chw = null;
 public chatHandler(Socket socket){
 this.socket = socket;
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 }
 public String getRemoteIpAddress()
 {
 return socket.getInetAddress().getHostAddress();
 }
 public void sendMessage(String msg)
 {
 try {
 out.writeUTF(msg);
 out.flush();
 } catch (IOException ex) {
 Logger.getLogger(chatHandler.class.getName()).log(Level.SEVERE,
 null, ex);
 }
 }
 public void closeSocket()
 {
 try {
 this.socket.close();
 } catch (IOException ex) {
 Logger.getLogger(chatHandler.class.getName()).log(Level.SEVERE,
 null, ex);
 }
 }
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 @Override
 public void run()
 {
 chw = new chatHandlerWindow(this);
 chw.setVisible(true);
 try {
 sin = socket.getInputStream();
 sout = socket.getOutputStream();
 in = new DataInputStream(sin);
 out = new DataOutputStream(sout);
 while(true){
 chw.clientMessage(in.readUTF());
 }
 } catch (IOException ex) {
 ex.printStackTrace();
 } finally {
 try {
 sin.close();
 } catch (IOException ex) {
 ex.printStackTrace();
 }
 }
 }}
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 4.4 chatHandlerWindow.java
 package server;
 import client.*;
 import java.awt.event.KeyEvent;
 public class chatHandlerWindow extends javax.swing.JFrame {
 chatHandler ch;
 /** Creates new form window */
 public chatHandlerWindow(chatHandler ch) {
 this.ch = ch;
 initComponents();
 this.connected();
 }
 public void connected()
 {
 label_remote_ip.setText("Client IP:
 "+ch.getRemoteIpAddress());
 history.setEnabled(true);
 write.setEnabled(true);
 0 send.setEnabled(true);
 }
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 public void disconnected()
 {
 history.setEnabled(false);
 write.setEnabled(false);
 send.setEnabled(false);
 }
 private void sendMessage()
 {
 String msg = this.write.getText().trim();
 if(msg.length() > 0)
 {
 ch.sendMessage(msg);
 this.addHistory("Me >> "+msg);
 this.write.setText("");
 }
 }
 public void clientMessage(String msg)
 {
 this.addHistory(ch.getRemoteIpAddress()+" >> "+msg);
 }
 private void addHistory(String str)
 {
 history.setText(str+"\n"+history.getText());

Page 45
                        

43
 }
 /** This method is called from within the constructor to
 * initialize the form.
 * WARNING: Do NOT modify this code. The content of this
 method is
 * always regenerated by the Form Editor.
 */
 @SuppressWarnings("unchecked")
 // <editor-fold defaultstate="collapsed" desc="Generated
 Code">
 private void initComponents() {
 label_remote_ip = new javax.swing.JLabel();
 label_message = new javax.swing.JLabel();
 send = new javax.swing.JButton();
 message_history = new javax.swing.JScrollPane();
 history = new javax.swing.JTextArea();
 message_write = new javax.swing.JScrollPane();
 write = new javax.swing.JTextArea();
 setDefaultCloseOperation(javax.swing.WindowConstants.DISPOSE_ON
 _CLOSE);
 addWindowListener(new java.awt.event.WindowAdapter() {
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 public void windowClosed(java.awt.event.WindowEvent
 evt) {
 formWindowClosed(evt);
 }
 });
 label_remote_ip.setText("Client IP:");
 label_message.setText("Message:");
 send.setText("Send");
 send.addActionListener(new
 java.awt.event.ActionListener() {
 public void
 actionPerformed(java.awt.event.ActionEvent evt) {
 sendActionPerformed(evt);
 }
 });
 history.setColumns(20);
 history.setEditable(false);
 history.setRows(5);
 message_history.setViewportView(history);
 write.setColumns(20);
 write.setRows(5);
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 write.addKeyListener(new java.awt.event.KeyAdapter() {
 public void keyPressed(java.awt.event.KeyEvent evt)
 {
 write_keypressed(evt);
 }
 });
 message_write.setViewportView(write);
 javax.swing.GroupLayout layout = new
 javax.swing.GroupLayout(getContentPane());
 getContentPane().setLayout(layout);
 layout.setHorizontalGroup(
 layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LE
 ADING)
 .addGroup(javax.swing.GroupLayout.Alignment.TRAILING,
 layout.createSequentialGroup()
 .addContainerGap()
 .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Al
 ignment.TRAILING)
 .addComponent(message_history,
 javax.swing.GroupLayout.Alignment.LEADING,
 javax.swing.GroupLayout.DEFAULT_SIZE, 408, Short.MAX_VALUE)
 .addComponent(message_write,
 javax.swing.GroupLayout.Alignment.LEADING,
 javax.swing.GroupLayout.DEFAULT_SIZE, 408, Short.MAX_VALUE)
 .addComponent(send,
 javax.swing.GroupLayout.Alignment.LEADING)
 .addComponent(label_message,
 javax.swing.GroupLayout.Alignment.LEADING)
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 .addComponent(label_remote_ip,
 javax.swing.GroupLayout.Alignment.LEADING,
 javax.swing.GroupLayout.PREFERRED_SIZE, 164,
 javax.swing.GroupLayout.PREFERRED_SIZE))
 .addContainerGap())
 );
 layout.setVerticalGroup(
 layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LE
 ADING)
 .addGroup(layout.createSequentialGroup()
 .addContainerGap()
 .addComponent(label_remote_ip)
 .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.UNR
 ELATED)
 .addComponent(message_history,
 javax.swing.GroupLayout.DEFAULT_SIZE, 224, Short.MAX_VALUE)
 .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.REL
 ATED)
 .addComponent(label_message)
 .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.UNR
 ELATED)
 .addComponent(message_write,
 javax.swing.GroupLayout.PREFERRED_SIZE, 63,
 javax.swing.GroupLayout.PREFERRED_SIZE)
 .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.REL
 ATED)
 .addComponent(send)
 .addContainerGap())
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 );
 pack();
 }// </editor-fold>
 private void sendActionPerformed(java.awt.event.ActionEvent
 evt) {
 // TODO add your handling code here:
 this.sendMessage();
 }
 private void write_keypressed(java.awt.event.KeyEvent evt)
 {
 // TODO add your handling code here:
 if(evt.getKeyCode() == KeyEvent.VK_ENTER)
 {
 this.sendMessage();
 }
 }
 private void formWindowClosed(java.awt.event.WindowEvent
 evt) {
 // TODO add your handling code here:
 //ch.closeSocket();
 }
 // Variables declaration - do not modify
 private javax.swing.JTextArea history;
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 private javax.swing.JLabel label_message;
 private javax.swing.JLabel label_remote_ip;
 private javax.swing.JScrollPane message_history;
 private javax.swing.JScrollPane message_write;
 private javax.swing.JButton send;
 private javax.swing.JTextArea write;
 // End of variables declaration
 }
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 4.5 server.java
 package server;
 import java.io.IOException;
 import java.net.ServerSocket;
 import java.net.Socket;
 import java.util.logging.Level;
 import java.util.logging.Logger;
 public class server extends Thread {
 public static final int DEFAULT_PORT = 6666;
 ServerSocket serverSocket;
 Socket socket;
 window win;
 public server(window win){
 this.win = win;
 }
 @Override
 public void run()
 {
 int port = win.getPort();
 try {
 serverSocket = new ServerSocket(port);

Page 52
                        

50
 System.out.println("created socket");
 while (true) {
 socket = serverSocket.accept();
 win.client_connected(socket.getInetAddress().getHostAddress());
 chatHandler handler = new chatHandler(socket);
 handler.start();
 }
 } catch (IOException ex) {
 javax.swing.JOptionPane.showMessageDialog(win.getRootPane(),
 "This port is already taken by another application! Please
 enter a different port number!",
 "Error!",
 javax.swing.JOptionPane.ERROR_MESSAGE);
 win.stopServer();
 }finally{
 try{
 serverSocket.close();
 }catch(IOException ex){
 ex.printStackTrace();
 }
 }
 }
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 public void close()
 {
 try {
 serverSocket.close();
 } catch (IOException ex) {
 Logger.getLogger(server.class.getName()).log(Level.SEVERE,
 null, ex);
 }
 }
 }
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 4.6 window.java
 package server;
 import client.clientWindow;
 public class window extends javax.swing.JFrame {
 /** Creates new form window */
 private server srvr = null;
 public window() {
 initComponents();
 stop.setEnabled(false);
 }
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 5. RESULT
 The LAN Messenger is started by executing the by the messenger.jar file. The LAN messenger
 starts at the default port specified in the Port Settings in the code which can be changed
 instantly by tyoing in the desired code in the PORT text box.
 The following screen appears when we start the server
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 .
 When we connect the server , the following server messaging window appears.
 And after that the following client messaging window appears
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